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Abstract 
UML is a standard language used in business modeling for specifying, visualizing and constructing artifact for software and non 

software systems. It provides the capability to explore the static structure as well as dynamic behaviour of any large and complex 

software system. It consists of different software design patterns, templates and frameworks with unique diagrams to represent 

different aspect of software design during its development phase. Model based verification has been a key area to be explored to 

establish the model consistency and validation formalization. Through massive survey it is found that still the literature is lacking 

the well formed rules and semantics for UML model verification at the early stages of any software development. This research 

work emphasises the development of novel techniques for the verification and validation of different UML models. It also focus on 

automated test case generations using formal semantics based on different pre-established mathematical theories related to 

graphs. Testing of any software can be broadly classified into three parts: test case generation, test execution and evaluation. 

Various tools and techniques have already been proposed by many researchers for automation of model verification specifically 

for object oriented software designs. In this paper authors have summarized and analyzed different approaches and 

methodologies related to automated verification of UML models and formalization of rules and semantics in order to automate the 

test case generation and its evaluation. 
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INTRODUCTION 

Software modelling can be best described by the use of 

formal semantics. Selection of a proper model is the basis of 

modelling. There are various methods for modelling a 

software system that includes Unified modelling language 

(UML), Graph Transformation system (GTS), Abstract State 

Machine (ASM), State Diagrams. Unified modelling 

language provides broader range of language construct 

specifications to be constructed. A key areas in successfully 

using UML2 is understanding the semantics of the 

augmented language construct. For example, what is the 

meaning of a class diagram in terms of a component 

diagram, or what is the meaning of a state machine in terms 

of an activity diagram. Is there any approach for 

transformation of UML behavioural diagrams that will help 

in software testing and verification? These are not easy 

questions to answer and involve understanding the 

semantics of each individual construct. 

 

All phases of software development starting from 

requirements analysis, design, implementation is discuss and 

maintain by UML diagram. The main goal is to model the 

software system before you build it. UML 2 specification 

defines two major kinds of UML diagram: structural 

diagrams and behavioural diagrams. Structure diagrams 

show the static structure of the system and how they are 

related to each other. The elements in a structure diagram 

represent the meaningful concepts of a software system, and 

may include abstract, real world and implementation 

concepts. Behavioural diagrams show the dynamic aspect of 

the objects in a system, which can be described as a series of 

changes to the system over time. 

 

UML models are important source of information for design 

of test cases and verification. Model-based test case 

generation can be planned at an early stage of the software 

development life cycle, allowing to carry out coding and 

testing in parallel. Software testing is an important method 

to assure software quality. Traditional testing method based 

on handwork is low efficiency and cause the increase of test 

cost and time. With the development of testing technology, 

it advances high demand for to automate software system. 

The automated test cases generation is viewed as a 

guarantee to carry out effective and maintainable software 

testing. Model-based test case generation and verification 

technique becomes an obvious choice in software industries 

and is the focus of this work. 

 

This survey aims at summarizing the automated testing and 

verification by covering the research queries below. The 

research queries aims at finding the efficient procedures for 

automated testing and verification of software model in 

practice. The queries are: 

 

RQ1- What are the various approaches for transformation of 

UML diagrams to other graphical structure? 

RQ2-Which is the most widely used technique? 

RQ3-What are the broad areas covered by these 

transformation techniques? 

RQ4- What is the need of formalization of UML diagrams? 

RQ5- What are the benefits of using various techniques? 
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2. SOURCES OF INFORMATION 

This paper presents a systematic review of the work done in 

the field of automatic generation of test case particularly 

related to UML based automated test case generation and 

verification of software system. In order to gain a broader 

perspective, various papers and journals were searched. The 

following six databases were covered: 

I. ACM Digital Library (www.portal.acm.org). 

II. IEEE Xplore (www.ieeexplore.ieee.org). 

III. Springer LNCS (www.springer.com/lncs) 

IV. Science Direct (www.sciencedirect.com). 

V. Journal of Object technology (www.jot.fm) 

VI. Google Scholar (www.googlescholar.com) 

 

3. SEARCH CRITERIA 

The initial search criteria was kept broad in order to include 

the articles with different uses of terminology. The key 

words used were <transformation> and (UML or <UML 

Diagrams>) and <finite state machine> and <generation of 

grammar> and <software testing and verification), and the 

database fields of title and abstract were searched. The start 

year was set to 1990 to ensure that most relevant research 

within the field would be included, and the last date for 

inclusion is publications within 2014. 

 

The ultimate goal of software testing is to help designers, 

developers, and managers construct systems with high 

quality. Thus, research and development on testing aim at 

efficiently performing effective testing to find more errors in 

requirement, design and implementation. Progress toward 

this destination requires fundamental research, and the 

creation, refinement, extension, and popularization of better 

methods. The evolution of definition and targets of software 

testing has directed the research on testing and verification 

techniques. 

 

4. DATA COLLECTION 

The list of journals and conference proceedings with no. of 

paper referred is given below, 

I. IEEE Transactions of Software Engineering: 14 

II. Journal of system and software: 02 

III. Software testing verification and reliability: 03 

IV. ACM computing surveys: 05 

V. IBM system of journals: 01 

VI. IEEE Computer and application software: 05 

VII. Computer and Information sciences: 04 

VIII. Journal of object technology: 01 

IX. International workshop of automation on software test: 

02 

X. IEEE conference on software maintenance: 06 

XI. Proceedings of International conference on UML: 06 

XII. Software engineering & Advanced applications: 02 

XIII. Software reliability engineering: 02 

XIV. ACM SIGSOFT software engineering: 07 

XV. Computer science and Information technology: 03 

XVI. Others: 06 

 

The Unified Modeling Language (UML) [47] is a visual 

modeling language that comprises fourteen types of diagram 

representations to show structural and behavioural 

characteristics of any system. Now a days, there are many 

studies that are focused on test cases generation from UML 

specification and can be found in [20, 22, 25 26]. 

 

5. RESULTS 

The following section reflects the results related to the 

research question. 

 

5.1 RQ1- What are the Various Approaches for 

Transformation of UML Diagrams to other 

Graphical Structure? 

There are various approaches for transformation of UML 

diagrams to FSM (Finite state machine), Abstract state 

machine (ASM) and other graphical structure which would 

be helpful for further verification of software system. 

 

5.2 RQ2: Which is the Most Widely used 

Technique? 

The most widely used techniques involve Model based 

software testing. One of the oldest approaches for model 

based testing is by using Use Case, class and State diagram. 

In these approaches, the models are transformed into its 

equivalent usage models to describe behaviour and usage of 

software system. Kansomkeat [41] proposed an approach 

using only state chart diagrams. The main advantage of this 

approach was the capability of automation. 

 

5.3 RQ3- What are the Broad Areas Covered by 

these Transformation Techniques? 

The broad areas covered by these techniques includes 

Compiler construction tool, real time embedded systems, 

artificial intelligence planning, spread sheets, OO systems, 

SOA interacting services. 

 

5.4 RQ4- What is the need of Formalization of 

UML Diagrams? 

Formalization of UML has become a prominent domain of 

research for the last few years. In this research query we will 

discuss a few works done in this domain related to 

formalization of UML static and dynamic models. 

 

In all research works, UML diagrams have been Formalized 

using other formal languages. A context free grammar can 

be generated for widely used UML diagrams that are used in 

the design phase of the software life cycle namely Class, 

Sequence and State Chart diagram. In [69], we propose a 

Context Free Grammar for the analysis phase to establish 

traceability of requirements and consistency verification of 

UML Use case, Activity and Class Diagram. A UML 

compiler has been proposed in [68] that is a framework for 

syntactic and semantic verification of UML diagram. This 

http://www.googlescholar.com/
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work proposes a grammar for Class and Sequence diagram. 

Here, we have taken into consideration the State Chart 

diagram also because the State Chart diagram depicts the 

state change of an object at runtime. We can also formalized 

other behaviour UML diagrams. 

 

5.5 RQ5- What are the Benefits of using Various 

Techniques? 

Each technique has its own advantages and disadvantages. A 

UML State chart [39] covers various test criteria such as 

transition coverage, full predicate coverage, transition pair 

coverage and complete sequence coverage. It also helps in 

performing class level testing. Activity Diagrams on the 

other hand can represent both conditional and parallel 

activities. A fork construct is used for concurrent activities 

in activity diagram. Sequence diagrams [44] describe 

sequence of actions that generate in a system over time. It 

captures invocation of methods from each object and order 

in which it occurs. Collaboration Diagrams [67] covers the 

dynamic aspect of testing better than any other UML model. 

Therefore, it can easily represent dynamic behaviour of the 

system along with good graphical representation of system 

scope requirements. 

 

6. CONCLUSIONS 

Unified Modeling Language (UML) has now become a de 

facto standard in the field of software testing and 

verification. New formalization techniques for the 

generation of test case from these UML diagrams need to be 

explored. 

 

The overall objective of the study was to gather sufficient 

data to understand the nature of the various testing 

techniques available. These techniques will be more 

effective with formalized UML diagram. 

 

The number of techniques proposed for test case generation 

is very large. We need to better understand the difference 

between these techniques and explore new methods for 

further improvements. 

 

FUTURE WORK 

Hence, the next step in this field of research will involve 

surveying and finding new possibilities in this area. Further, 

possibility of automation in test case generation via UML 

diagrams will also be explored simultaneously. Other 

possibilities include the improvements in testing techniques 

from UML diagrams. Further possibility is to automate test 

case generation and to explore other methods of using 

formal methods in software testing and verification. 
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